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Abstract: Quaternions are a non-commutative associative number system that extends complex
numbers, first described by Hamilton in 1843. We present algorithms for solving the eigenvalue
problem for arrowhead and DPRk (diagonal-plus-rank-k) matrices of quaternions. The algorithms
use the Rayleigh Quotient Iteration with double shifts (RQIds), Wielandt’s deflation technique and
the fact that each eigenvector can be computed in O(n) operations. The algorithms require O(n2)

floating-point operations, n being the order of the matrix. The algorithms are backward stable in the
standard sense and compare well to the standard QR method in terms of speed and accuracy. The
algorithms are elegantly implemented in Julia, using its polymorphism feature.

Keywords: eigenvalue decomposition; matrices of quaternions; arrowhead matrix; diagonal-plus-
rank-k matrix

MSC: 65F15

1. Introduction and Definitions

In linear algebra, there are various methods for computing eigenvalues and eigenvec-
tors of real and complex matrices. When this problem extends to matrices of quaternions,
many researchers attempt to solve it [1–8]. For the matrices of quaternions, the majority of
classic methods need to be modified since quaternions are non-commutative systems and
matrices of quaternions do not have the characteristic polynomial. In this paper, we use the
Rayleigh Quotient Iteration with double shifts and a deflation method to solve the eigen-
value problem for the arrowhead and DPRk (diagonal-plus-rank-k) matrices of quaternions.
Such matrices appear in many applications and they are parts of many significant linear
algebra algorithms (see [9–14] for more information).

This paper is organized as follows. In Section 1, we give basic definitions and prelimi-
nary results. In Section 2, we give methods for the eigenvalue decomposition of matrices
of quaternions. We first briefly describe the standard quaternion QR method for general
matrices from [1]. We then describe our new method for arrowhead and DPRk matrices in
detail. In Section 3, we analyze the error of our algorithms and show that they are backward
stable. In Section 4, we give the numerical examples and compare our method with the
standard quaternion QR method. We also present a discussion and conclusions in Section 5.

1.1. Quaternions

Quaternions are a non-commutative associative number system that extends complex
numbers, introduced by Hamilton [15,16]. For basic quaternions i, j and k, the quaternions
have the form

q = a + b i + c j + d k, a, b, c, d,∈ R.

Mathematics 2024, 12, 1327. https://doi.org/10.3390/math12091327 https://www.mdpi.com/journal/mathematics

https://doi.org/10.3390/math12091327
https://doi.org/10.3390/math12091327
https://creativecommons.org/
https://creativecommons.org/licenses/by/4.0/
https://creativecommons.org/licenses/by/4.0/
https://www.mdpi.com/journal/mathematics
https://www.mdpi.com
https://orcid.org/0009-0004-8058-0400
https://orcid.org/0000-0002-9037-7631
https://orcid.org/0000-0002-8741-3988
https://doi.org/10.3390/math12091327
https://www.mdpi.com/journal/mathematics
https://www.mdpi.com/article/10.3390/math12091327?type=check_update&version=2


Mathematics 2024, 12, 1327 2 of 21

The multiplication table of basic quaternions is the following:

× i j k
i −1 k −j
j −k −1 i
k j −i −1

Conjugation is given by
q̄ = a − b i − c j − d k.

Then,
q̄q = qq̄ = |q|2 = a2 + b2 + c2 + d2.

Also, the real and the imaginary parts of q are defined by

real(q) =
q + q̄

2
= a, imag(q) =

q − q̄
2

,

respectively.
The dot product of two vectors of quaternions p, q ∈ Hn, is defined in the standard

manner:

p · q =
n

∑
i=1

p̄iqi.

Let f (x) be a complex analytic function. The value f (q), where q ∈ H, is computed
by evaluating the extension of f to the quaternions at q (see [17]). All of the above is
implemented in the Julia [18] package Quaternions.jl [19]. Quaternions are homomorphic
to C2×2:

q →
[

a + b i c + d i
−c + d i a − b i

]
≡ C(q),

with eigenvalues qs and q̄s.

1.2. Matrices of Quaternions

Let H be a set of quaternions. Any matrix A = B1 + B2i + B3j + B4k ∈ Hn×n, where
Bi ∈ Rn×n, i = 1, 2, 3, 4 can be uniquely expressed as

(B1 + B2i) + (B3 + B4i)j ≡ A1 + A2j, A1, A2 ∈ Cn×n.

Similarly, matrices of quaternions are homomorphic to C2n×2n:

A →
[

A1 A2
−Ā2 Ā1

]
.

Notice that
A1 = real(A)− real(Ai)i, A2 = − real(Aj)− real(Ak)i.

The right eigenvalues and the standard right eigenvalues of the matrix A are defined by:

Λ(A) = {λ ∈ H : Ax = xλ for some x ∈ Hn, x ̸= 0},

Λs(A) = {λ ∈ C : Ax = xλ for some x ∈ Hn, x ̸= 0, imag(λ) ≥ 0}.

Let (λ, x) be the right eigenpair of A where λ is the standard eigenvalue. Then, λ is
invariant under similarity with complex numbers: if

Ax = xλ,

then
A(xa) = (xa)

1
a

λa = (xa)λ,
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for any non-zero a ∈ C.

1.3. Arrowhead and Diagonal-Plus-Rank-k Matrices

Let A∗ and x∗ denote the adjoints of matrix A and vector x, respectively.
The arrowhead matrix (Arrow) is a matrix of the form

A =

[
D u
v∗ α

]
≡ Arrow(D, u, v, α),

where D is a diagonal matrix with diagonal elements di ≡ Dii ∈ H, diag(D), u, v ∈ Hn−1

and α ∈ H or any symmetric permutation of such matrix.
The diagonal-plus-rank-k matrix (DPRk) is a matrix of the form

A = ∆ + xρy∗

where ∆ is diagonal matrix with diagonal elements δi = ∆ii ∈ H, diag(∆) ∈ Hn, x, y ∈ Hn×k

and ρ ∈ Hk×k.
The diagonal-plus-rank-one matrix (DPR1) is a special case of a DPRk matrix for k = 1.

1.4. Fast Multiplication and Inverses of Arrow and DPRk Matrices

The fast multiplication can be computed in O(n) operations and the product is written
in the form w = Az. It can be calculated using the following lemma.

Lemma 1 ([20], Lemma 1). Let A = Arrow(D, u, v, α) ∈ Hn×n be an Arrow matrix with the
tip at position Aii = α and let z be a vector. Then, w = Az, where

wj = djzj + ujzi, j = 1, 2, · · · , i − 1

wi = v∗1:i−1z1:i−1 + αzi + v∗i:n−1zi+1:n

wj = uj−1zi + dj−1zj, j = i + 1, i + 2, · · · , n.

Further, let A = DPRk(∆, x, y, ρ) ∈ Hn×n be a DPRk matrix, k ≥ 1 and let β = ρ(y∗z) ≡
ρ(y · z). Then, w = Az, where

wi = δizi + xiβ, i = 1, 2, · · · , n.

Inverses of Arrow and DPRk matrices are computed in O(n) and O(nk2) operations,
respectively, and can be calculated using the following lemmas (we usually consider cases
where k << n, so we can use O(n) instead of O(nk2)).

Lemma 2 ([20], Lemma 4). Let A = Arrow(D, u, v, α) ∈ Hn×n be a non-singular arrow matrix
with the tip at the position Aii = α and let P be the permutation matrix of the permutation
p = (1, 2, · · · , i − 1, n, i, i + 1, · · · , n − 1).

If all dj ̸= 0, then the inverse of A is a DPR1 matrix

A−1 = DPR1(∆, x, y, ρ) = ∆ + xρy∗, (1)

where

∆ = P
[

D−1 0
0 0

]
PT , x = P

[
D−1u
−1

]
, y = P

[
D−∗v
−1

]
, ρ = (α − v∗D−1u)−1.

If dj = 0, then the inverse of A is an arrow matrix with the tip of the arrow at position (j, j)
and zero at position Aii (the tip and the zero on the shaft change places). In particular, let P̂ be the
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permutation matrix of the permutation p̂ = (1, 2, · · · , j − 1, n, j, j + 1, · · · , n − 1). Partition D, u
and v as

D =

D1 0 0
0 0 0
0 0 D2

, u =

u1
uj
u2

, v =

v1
vj
v2

.

Then

A−1 = P
[

D̂ û
v̂∗ α̂

]
PT , (2)

where

D̂ =

D−1
1 0 0
0 D−1

2 0
0 0 0

, û =

−D−1
1 u1

−D−1
2 u2
1

u−1
j , v̂ =

−D−∗
1 v1

−D−∗
2 v2
1

v−1
j ,

α̂ = v−∗
j

(
−α + v∗1 D−1

1 u1 + v∗2 D−1
2 u2

)
u−1

j .

Lemma 3 ([20], Lemma 5). Let A = DPRk(∆, x, y, ρ) ∈ Hn×n be a non-singular DPRk matrix.
If all δj ̸= 0, then the inverse of A is a DPRk matrix

A−1 = DPRk(∆̂, x̂, ŷ, ρ̂) = ∆̂ + x̂ρ̂ŷ∗, (3)

where
∆̂ = ∆−1, x̂ = ∆−1x, ŷ = ∆−∗y, ρ̂ = −ρ(I + y∗∆−1xρ)−1.

If k = 1 and δj = 0, then the inverse of A is an arrow matrix with the arrow tip at position
(j, j). In particular, let P be the permutation matrix of the permutation p = (1, 2, · · · , j − 1, n, j,
j + 1, · · · , n − 1). Partition ∆, x and y as

∆ =

∆1 0 0
0 0 0
0 0 ∆2

, x =

x1
xj
x2

, y =

y1
yj
y2

.

Then,

A−1 = P
[

D u
v∗ α

]
PT , (4)

where

D =

[
∆−1

1 0
0 ∆−1

2

]
, u =

[
−∆−1

1 x1
−∆−1

2 x2

]
x−1

j , v =

[
−∆−∗

1 y1
−∆−∗

2 y2

]
y−1

j ,

α = y−∗
j

(
ρ−1 + y∗1∆−1

1 x1 + y∗2∆−1
2 x2

)
x−1

j .

2. Methods for Eigenvalue Decomposition

In this section, we first describe the standard QR method for general matrices of
quaternions from [1]. In Section 4, we will compare our algorithm with this method. We
then describe the method that will be used to compute individual eigenpairs, the Rayleigh
Quotient Iteration with double shifts. In Section 2.4, we describe the basic deflation algo-
rithm (Wielandt’s deflation) and its adjustment for arrow and DPRk matrices. For each
type of matrix, we describe the fast method to compute all eigenvectors and give a com-
plete algorithm.

2.1. A Quaternion QR Algorithm

In [1], the authors proposed a QR type method for computing the Schur decomposition
of a general matrix of quaternions. The matrix uses only unitary transformations and is
thus stable.
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To compute the eigenvalues decomposition of a general matrix of quaternions, we
propose the following four-step algorithm based on the algorithm from [1]:

Given a matrix A ∈ Hn×n, Algorithm 1 has four steps:

Algorithm 1 Computing all eigenpairs of a quaternion matrix

Require: a general matrix A ∈ Hn×n

1. Reduce A to Hessenberg form by Householder reflectors, X∗AX = H, where X is
unitary and H is an upper Hessenberg matrix.
2. Compute the Schur decomposition of H, Q ∗ HQ = T, where Q is unitary and T is
upper triangular matrix with eigenvalues of A on the diagonal, Λ = diag(T).
3. Compute the eigenvectors V of T by solving the Sylvester equation, TV − VΛ = 0.
Then, V−1TV = Λ.
4. Multiply U = X ∗ Q ∗ V. Then, U−1 AU = Λ is the eigenvalue decomposition of A.

The reduction of a quaternionic matrix to Hessenberg form and the solution of the
Sylvester equation are computed similarly to the real or complex case. Details of the
Hessenberg reduction can be found in ([1], Appendix, Algorithms 1–3).

Consider a matrix A ∈ Hn×n and the shift µ ∈ H. Set

M(A, µ) = A2 − (µ + µ̄)A + µµ̄I. (5)

If Ax = xλ, then x is also an eigenvector of M(A, µ):

M(A, µ)x = (A2 − (µ + µ̄)A + µµ̄I)x = xλ2 − x(µ + µ̄)λ + xµµ̄

= x(λ2 − (µ + µ̄)λ + µµ̄).

Further, for the perfect shift, µ = λ, M(A, µ) has a zero eigenvalue:

λ2 − (µ + µ̄)λ + µµ̄ = λ2 − (λ + λ̄)λ + λλ̄ = 0.

The QR method from [1] applies non-real shift µ to an upper-Hessenberg matrix H by
standard use of Francis double-shift on the matrix M(H, µ) and applying it implicitly on H.
Details of the algorithm can be found in ([1], Appendix, Algorithm 4).

Since Algorithm 1 is used for general matrices, it requires O(n3) operations. The algo-
rithm is stable and we use it in Section 4 for comparison with our method.

Julia [18] implementation of Algorithm 1 is given in the file BGBM.jl, which is available
from the GitHub repository [21].

2.2. Rayleigh Quotient Iterations

The standard Rayleigh Quotient Iteration (RQI) produces sequences of shifts, approxi-
mate eigenvalues and vectors: for k = 0, 1, 2, . . .

λk =
1

x∗k xk
x∗k Axk, µk = real(λk), yk = (A − µk I)−1xk, xk+1 =

yk
∥yk∥

.

Since the eigenvalues of matrices of quaternions are not shift-invariant, only real shifts
can be used. However, this works due to the following: let the matrix A − µI, µ ∈ R, have
purely imaginary standard eigenvalue iν:

(A − µI)x = x(iν), µ, ν ∈ R.

Then
Ax = µx + xiν = x(µ + iν),

so, λ = µ + iν is an eigenvalue of A and x is its eigenvector.
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The method converges, but, since only real shifts are used, the convergence is rather
slow and requires a large number of iterations, so “it is too restrictive to limit shifts to real
numbers” ([1], p. 89).

Due to the fast computation of inverses from Section 1.4, one step of the RQI requires
O(n) operations for arrow and DPRk matrices. For both methods, λk → λ and xk → x,
where (λ, x) is an eigenpair of A, provided that λ has a unique real part.

The iterations are terminated when

∥Axk − xkλk∥ ≤ τ, (6)

where τ is a user-prescribed tolerance.

2.3. Rayleigh Quotient Iterations with Double Shifts

In order to speed the convergence up, we enhance the RQI with non-real double shifts,
using the approach from [1] and Section 2.1.

The Rayleigh Quotient Iteration with Double Shifts (RQIds) produces sequences of shifts
and vectors

µk =
1

x∗k xk
x∗k Axk, yk = [M(A, µk)]

−1xk, xk+1 =
yk

∥yk∥
, k = 0, 1, 2, . . . ,

where M(A, µk) is defined by (5). Therefore, vector yk is the solution of the system
M(A, µk)yk = xk, that is

(A2 − α̂A + βI)yk = xk, α̂ = µk + µ̄k, β = µkµ̄k. (7)

Notice that α̂ and β are real.
In order to have a fast method which requires O(n2) operations to compute all eigen-

values and eigenvectors, the RQIds should compute one eigenpair in O(n) operations.
Therefore, Equation (7) must be solved in O(n) operations.

If A is an arrowhead matrix, one step of the method requires O(n) operations: let

xk =

[
x
ξ

]
. Then: ([

D u
v∗ α

][
D u
v∗ α

]
− α̂

[
D u
v∗ α

]
+ β

[
I 0
0 1

])
yk =

[
x
χ

]
.

Therefore, ([
D2 + uv∗ Du + uα

v∗D + αv∗ v∗u + α2

]
− α̂

[
D u
v∗ α

]
+ β

[
I 0
0 1

])
yk =

[
x
χ

]
,

so [
D2 − α̂D + βI + uv∗ Du + u(α − α̂)

v∗D + (α − α̂)v∗ v∗u + (α − α̂)α + β

]
yk =

[
x
χ

]
. (8)

The matrix C = D2 − α̂D + βI + uv∗ is a DPRk (DPR1) matrix,

C = DPRk(D2 − α̂D + βI, u, v, 1).

Multiplication of Equation (8) by the block matrix
[

C−1

1

]
from the left yields

[
I C−1(Du + u(α − α̂))

v∗D + (α − α̂)v∗ v∗u + (α − α̂)α + β

]
yk =

[
C−1x

ξ

]
. (9)

Let B denote the matrix on the left hand side of Equation (9). Then, B is an arrowhead

matrix and, finally, yk = B−1
[

C−1x
ξ

]
. Due to fast computation of inverses of arrowhead
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and DPRk matrices from Lemmas 2 and 3, respectively, one step of the RQIds method
requires O(n) operations.

If A is a DPRk matrix, Equation (7) becomes

[(∆ + xρy∗)(∆ + xρy∗)− α̂(∆ + xρy∗) + βI]yk = xk,

or
[∆(∆ − α̂I) + βI + xρy∗∆ + (∆x + xρ(y∗x)− α̂x)ρy∗]yk = xk. (10)

Similarly to the arrowhead case, we solve Equation (10) accurately in two steps: let
∆̂ = ∆(∆ − α̂I) + βI and let

C = ∆̂ + xρy∗∆ ≡ DPRk(∆̂, x, ∆∗y, ρ).

Then, Equation (10) becomes
C−1Myk = C−1xk,

or
Dyk = x̂k,

where D = C−1M and x̂k = C−1xk, provided C is non-singular. Notice that D is a
DPRk matrix,

D = DPRk(I, C−1[∆x + xρ(y∗x)− α̂x], y, ρ).

Since both C and D are DPRk matrices, due to the fast computation of inverses of DPRk
matrices from Lemma 3, one step of the RQIds method requires O(n) operations.

2.4. Wielandt’s Deflation

Theorem 1. Let A ∈ Hn×n and (λ, u) be a right eigenpair of A. Choose z such that z∗u = 1,
say z∗ =

[
1/u1 0 · · · 0

]
. Compute the deflated matrix Ã = (I − uz∗)A. Then, (0, u) is an

eigenpair of Ã. Further, if (µ, v) is an eigenpair of A, then (µ, ṽ), where ṽ = (I − uz∗)v is an
eigenpair of Ã.

Proof. The proof can be found in [13], but we repeat it for the sake of completeness. Using
Au = uλ and z∗u = 1, the first statement holds since

Ãu = (I − uz∗)Au = Au − uz∗Au = uλ − uz∗uλ = 0.

Further,
Ãṽ = (I − uz∗)A(I − uz∗)v

= (I − uz∗)Av − Auz∗v + uz∗Auz∗v

= (I − uz∗)vµ − uλz∗v + uz∗uλz∗v

= ṽµ

.

2.5. Deflation for Arrow Matrices

Lemma 4. Let A ∈ Hn×n be an arrow matrix partitioned as

A =

δ 0 χ
0 ∆ x
ῡ y∗ α

,
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where χ, υ and α are scalars, x and y are vectors and ∆ is a diagonal matrix. Let
(

λ,

ν
u
ψ

), where

ν and ψ are scalars and u is a vector, be an eigenpair of A. Then, the deflated matrix Ã has the form

Ã =

[
0 0T

w Â

]
(11)

where

w =

[
−u 1

ν δ

−ψ 1
ν δ + ῡ

]
,

and Â is an arrow matrix

Â =

[
∆ −u 1

ν χ + x
y∗ −ψ 1

ν χ + α

]
. (12)

Proof. We have

Ã =

(1 0T 0
0 I 0
0 0T 1

−

ν
u
ψ

[ 1
ν 0T 0

])δ 0 χ
0 ∆ x
ῡ y∗ α


=

 0 0T 0
−u 1

ν I 0
−ψ 1

ν 0T 1

δ 0 χ
0 ∆ x
ῡ y∗ α


=

 0 0T 0
−u 1

ν δ ∆ −u 1
ν χ + x

−ψ 1
ν δ + ῡ y∗ −ψ 1

ν χ + α

, (13)

as desired.

Lemma 5. Let A and Â be as in Lemma 4. If
(

µ,
[

ẑ
ξ̂

])
is an eigenpair of Â, then the eigenpair of

A is µ,

 ζ

ẑ + u 1
ν ζ

ξ̂ + ψ 1
ν ζ

, (14)

where ζ is the solution of the scalar Sylvester equation(
δ + χψ

1
ν

)
ζ − ζµ = −χξ̂. (15)

Proof. If µ is an eigenvalue of Â, it is also an eigenvalue of Ã and then also of A. Assume

that the corresponding eigenvector of A is partitioned as

ζ
z
ξ

. By combining (11)–(13),

we have 0 0T 0
−u 1

ν δ ∆ −u 1
ν χ + x

−ψ 1
ν δ + ῡ y∗ −ψ 1

ν χ + α

 0 0T 0
−u 1

ν I 0
−ψ 1

ν 0T 1

ζ
z
ξ

 =

 0 0T 0
−u 1

ν I 0
−ψ 1

ν 0T 1

ζ
z
ξ

µ,

or  0 0T 0
−u 1

ν δ ∆ −u 1
ν χ + x

−ψ 1
ν δ + ῡ y∗ −ψ 1

ν χ + α

 0
−u 1

ν ζ + z
−ψ 1

ν ζ + ξ

 =

 0
−u 1

ν ζ + z
−ψ 1

ν ζ + ξ

µ.
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Since the bottom right 2 × 2 matrix is Â, the above equation implies[
ẑ
ξ̂

]
=

[
−u 1

ν ζ + z
−ψ 1

ν ζ + ξ

]
,

which proves (14). It remains to compute ζ. The first component of equality

A

ζ
z
ξ

 =

δ 0 χ
0 ∆ x
ῡ y∗ α

ζ
z
ξ

 =

ζ
z
ξ

µ

implies
δζ + χξ = ζµ,

or
δζ + χ

(
ξ̂ + ψ

1
ν

ζ
)
= ζµ,

which is exactly Equation (15).

2.5.1. Computing the Eigenvectors of Arrow Matrices

Let

λ,

ν
u
ψ

 be an eigenpair of the matrix A partitioned according to Lemma 4,

that is δ 0 χ
0 ∆ x
ῡ y∗ α

ν
u
ψ

 =

ν
u
ψ

λ.

If λ and ψ are known, then the other components of the eigenvector are solutions of
scalar Sylvester equations

δν − νλ = −χψ,

∆iiui − uiλ = −xiψ, i = 1, . . . , n − 2. (16)

By setting

γ = δ + χψ
1
ν

the Sylvester Equation (15) becomes

γζ − ζµ = −χξ̂. (17)

Dividing first the equation in (16) by ν from the right and combining with the expression
for γ gives

γ = νλ
1
ν

. (18)

2.5.2. Complete Algorithm for Arrow Matrices

In the first (forward) pass, the absolute largest eigenvalue and its eigenvector are
computed by RQIds in each step. The first element of the current vector x and the first and
the last elements of the current eigenvector are stored. The current value γ is computed
using (18) and stored. The deflation is then performed according to Lemma 4.

The eigenvectors are reconstructed bottom-up, that is from the smallest matrix to the
original one (a backward pass). In each iteration, we need to have access to the first element
of the vector x which was used to define the current arrow matrix, its absolutely largest
eigenvalue and the first and the last elements of the corresponding eigenvector.

In the ith step, for each j = i + 1, . . . , n the following steps are performed:
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1. Equation (17) is solved for ζ (the first element of the eigenvector of the larger matrix).
The quantity ξ̂ is the last element of the eigenvectors and was stored in the forward
pass.

2. The first element of the eigenvector of the super-matrix is updated (set to ζ).
3. The last element of the eigenvectors of the super-matrix is updated using (14).

All iterations are completed in O(n2) operations. After all iterations are completed,
we have:

• the absolutely largest eigenvalue and its eigenvector (unchanged from the first run of
the RQIds);

• all other eigenvalues and the last elements of their corresponding eigenvectors.

The rest of the elements of the remaining eigenvectors are computed using the proce-
dure in Section 2.5.1. This step also requires O(n2) operations.

Finally, due to floating-point error in operations with quaternions, the computed
eigenpairs have larger residuals that required. This is successfully remedied by running
again few steps of the RQIds, but starting from the computed eigenvectors. This has the
effect of using nearly perfect shifts, so typically just a few additional iterations are needed
to attain the desired accuracy. This step also requires O(n2) operations.

Algorithm 2 is implemented in the function eigen() in the Code section of the note-
book ED_Arrow.jl, which is available from the GitHub repository [21]. The file also
contains the code which is used to generate and run examples which are presented in
Section 4. The implementation is written in the programming language Julia [18], which
enables elegant and efficient manipulation with quaternions.

Algorithm 2 Computing all eigenpairs of an arrow matrix

Require: an arrow matrix A ∈ Hn×n

Compute and store the first eigenpair (λ1, u) using RQIds
Compute the deflated matrix Â according to Lemma 4
Compute γ = νλ 1

ν
Compute and store ν, χ, ψ according to Lemma 4
for i = 2, 3, . . . , n − 1 do

Compute g = 1
ν χ

Compute w from (12): w = x − ug
Compute the new matrix Â from (12)
Compute and store an eigenpair (λi, u) of Â using RQIds
Update and store γi, νi, χi, ψi according to Lemma 4

end for
Compute and store the last eigenvalue
for i = n − 1, n − 2, . . . , 1 do

for j = i + 1, i + 2, . . . , n do
Solve the Sylvester equation γiζ − ζλj = −χiψj for ζ
Update νj and ψj, the first and the last element of the eigenvector of

the super-matrix, respectively:

νj = ζ, ψj = ψj + ψi
ζ

νi

end for
end for
Reconstruct all eigenvectors from the computed eigenvalues and respective

first and last elements using (16)
Correct the computed eigenpairs by running few steps of RQIds with nearly perfect
shifts.
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2.6. Deflation for DPRk Matrices

Lemma 6. Let A ∈ Hn×n be a DPRk matrix partitioned as

A =

[
δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

]
,

and let
(

λ,
[

ν
u

])
be the eigenpair of A. Then, the deflated matrix Ã has the form

Ã =

[
0 0T

w Â

]
(19)

where
w = −u

1
ν

δ − u
1
ν

χρῡ + xρῡ

and Â is a DPRk matrix
Â = ∆ + x̂ρy∗, x̂ = x − u

1
ν

χ. (20)

Proof. We have

Ã =

([
1 0T

0 I

]
−
[

ν
u

][ 1
ν 0T])([δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

])
=

[
0 0T

−u 1
ν I

]
·
[

δ + χρῡ χρy∗

xρῡ ∆ + xρy∗

]
=

[
0 0T

−u 1
ν δ − u 1

ν χρῡ + xρῡ −u 1
ν χρy∗ + ∆ + xρy∗

]
, (21)

as desired.

Lemma 7. Let A, Ã and Â be as in Lemma 6. If (µ, ẑ) is an eigenpair of Â, then the eigenpair of
A is (

µ,
[

ζ

ẑ + u 1
ν ζ

])
,

where ζ is the solution of the Sylvester equation

(δ + χρῡ + χρy∗u
1
ν
)ζ − ζµ = −χρy∗ ẑ. (22)

Proof. If µ is an eigenvalue of Â, it is also an eigenvalue of Ã and then also of A. Assume

that the corresponding eigenvector of A is partitioned as
[

ζ
z

]
. By combining (19) and (21)

and the previous results, it must hold that[
0 0T

w Â

][
0 0T

−u 1
ν I

][
ζ
z

]
=

[
0 0T

−u 1
ν I

][
ζ
z

]
µ,

or [
0 0T

w Â

][
0

−u 1
ν ζ + z

]
=

[
0

−u 1
ν ζ + z

]
µ.

Therefore, ẑ = −u 1
ν ζ + z or

z = ẑ + u
1
ν

ζ, (23)
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and it remains to compute ζ. From the equality([
δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

])[ζ
z

]
=

[
ζ
z

]
µ

it follows that [
δ + χρῡ χρy∗

xρῡ ∆ + xρy∗

][
ζ
z

]
=

[
ζ
z

]
µ.

Equating the first elements and using (23) gives

(δ + χρῡ)ζ + χρy∗ ẑ + χρy∗u
1
ν

ζ = ζµ,

which is exactly the Sylvester Equation (22).

2.6.1. Computing the Eigenvectors of DPRk Matrices

Let the DPRk matrix A and its eigenpair be defined as in Lemma 6. Let x be partitioned
row-wise as

x =


x1
x2
...

xn−1

.

Set α = ρ
[
ῡ y∗

][ν
u

]
. From

([
δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

])[ν
u

]
=

[
ν
u

]
λ,

it follows that the elements of the eigenvector satisfy scalar Sylvester equations

δν − νλ = −χα,

∆iiui − uiλ = −xiα, i = 1, . . . , n − 1. (24)

If λ, ν and the first k − 1 components of u are known, then α is computed from the
first k equations in (24), that is, by solving the system

χ
x1
...

xk−1

α =


νλ − δν

u1λ − ∆11u1
...

uk−1λ − ∆k−1,k−1uk−1

,

and ui, i = k, . . . , n − 1 are computed by solving the remaining Sylvester equations in (24).
In special cases, for DPR1 matrices, we can compute their eigenvectors via the fol-

lowing method: let the DPR1 matrix A and its eigenpair be defined as in Lemma 6. Set

α = ρ
[
ῡ y∗

][ν
u

]
. From

([
δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

])[ν
u

]
=

[
ν
u

]
λ,

it follows that the elements of the eigenvector satisfy the scalar Sylvester equations

δν − νλ = −χα,

∆iiui − uiλ = −xiα, i = 1, . . . , n − 1. (25)
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If λ and ν are known, then α is computed from the first equation in (25),

α =
1
χ
(νλ − δν),

and ui, i = 1, . . . , n − 1 are computed by solving the remaining Sylvester equations in (25).

Lemma 8. Assume A and its eigenpair are given as in Lemma 6 and Â and its eigenpair are given
as in Lemma 7. Set in (22)

γ = δ + χρῡ + χρy∗u
1
ν

, α = ρy∗ ẑ.

Then,

γ = νλ
1
ν

(26)

and α is the solution of the systemx1 − u1
1
ν χ

...
xk − uk

1
ν χ

α =

ẑ1µ − ∆11ẑ1
...

ẑkµ − ∆kk ẑk

. (27)

Proof. The formula for γ follows by multiplying the first elements of the equation([
δ 0T

0 ∆

]
+

[
χ
x

]
ρ
[
ῡ y∗

])[ν
u

]
=

[
ν
u

]
λ

with 1
ν from the right.
Consider the equation Âẑ = ẑµ, that is,

[∆ + (x − u
1
ν

χ)ρy∗]ẑ = ẑµ.

The i-th component is

∆ii ẑi + (xi − ui
1
ν

χ)α = ẑiµ,

which gives (27).

2.6.2. Complete Algorithm for DPRk Matrices

Lemmas 6 and 8 are used as follows. In the first (forward) pass, the absolute largest
eigenvalue and its eigenvector are computed by RQIds in each step. The first two elements
of the current vector x and the current eigenvector are stored. The current value γ is
computed using (26) and stored. The deflation is then performed according to Lemma 6.

The eigenvectors are reconstructed bottom-up, that is from the smallest 2 × 2 matrix to
the original one (a backward pass). In each iteration, we need to have access to the first two
elements of the vector x which was used to define the current DPRk matrix, its absolutely
largest eigenvalue and the first two elements of the corresponding eigenvector.

In the i-th step, for each j = i + 1, . . . , n, the following steps are performed:

1. The value α is computed from (27).
2. The Equation (22), which now reads γζ − ζµ = −χα, is solved for ζ (the first element

of the eigenvector of the larger matrix).
3. First element of the eigenvector of super-matrix is updated (set to ζ).

Iterations are completed in O(kn2) operations. After all iterations are completed,
we have:
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• The absolutely largest eigenvalue and its eigenvector (unchanged from the first run of
the RQIds);

• All other eigenvalues and the first elements of their corresponding eigenvectors.

The rest of the elements of the remaining eigenvectors are computed using the proce-
dure described in Section 2.6.1. This step requires O(n2) operations.

Algorithm 3 is implemented in the function eigen() in the Code section of the note-
book ED_DPRk.jl, which is available from the GitHub repository [21]. The file also contains
the code which is used to generate and run examples which are presented in Section 4.

Algorithm 3 Computing all eigenpairs of a DPRk matrix

Require: a DPRk matrix A ∈ Hn×n

Compute and store the first eigenpair (λ1, u) using RQIds
Compute the deflated matrix Â according to Lemma 6
Compute γ = νλ 1

ν
Compute and store ν, u1, χ according to Lemma 6
for i = 2, 3, . . . , n do

Compute g = 1
ν χ.

Compute x̂ from (20): x̂ = x − ug
Compute Â = ∆ + x̂ρy∗

Compute and store an eigenpair (λi, u) of Â using RQIds
Update and store γi, νi, χi, u1i , x1i according to Lemma 6

end for
for i = n − 1, n − 2, . . . , 1 do

for j = i + 1, i + 2, . . . , n do
Compute α from (27): α = 1

x1i
−u1i

1
νi

χi
(νjλj − ∆i+1νj)

Solve the Sylvester equation γiζ − ζλj = −χiα for ζ
Update the first element of the eigenvector of the super-matrix: νj = ζ

end for
end for
Reconstruct all eigenvectors from the computed eigenvalues and respective

first elements using (25)
Correct the computed eigenpairs by running few steps of RQIds with nearly perfect
shifts.

3. Perturbation Theory, Error Analysis and Error Bounds

In this section, we first state several Bauer–Fike-type perturbation results for eigenpairs
and complete eigenvalue decompositions of matrices of quaternions. In Section 3.2, we give
errors of basic operation with quaternions (addition and multiplication of two quaternions),
the dot product of two vectors of quaternions and the multiplication of two matrices
of quaternions. In Section 3.3, we combine results from Sections 3.1 and 3.2 and obtain
residual error bounds which can be efficiently used to check the accuracy of the computed
eigenvalue decomposition.

3.1. Perturbation Theory

In 2021, Ahmad et al. [2] stated and proved the Bauer–Fike-type theorem for the right
eigenvalues of a perturbed quaternionic matrix.

Theorem 2 ([2], Theorem 3.7). Let A ∈ Hn×n be a diagonalizable matrix, with A = XDX−1,
where X ∈ Hn×n is invertible and Λ = diag(λ1, . . . , λn) with λi being the standard right
eigenvalues of A. If µ is a standard right eigenvalue of A + ∆A, then

dist(µ, Λs(A)) = min
λi∈Λs(A)

{|λi − µ|} ≤ κ(X)∥∆A∥2.
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Moreover, we have

dist(ξ, Λ(A)) = inf
ηj∈Λ(A)

{|ηj − ξ|} ≤ κ(X)∥∆A∥2,

where ξ ∈ Λ(A + ∆A) and κ(·) is the condition number with respect to the matrix 2-norm.

The following corollary and theorem are given when a matrix is normal or Hermitian,
respectively.

Corollary 1 ([2], Corollary 3.8). Let A ∈ Hn×n be a normal matrix and let µ be a standard right
eigenvalue of the perturbed quaternionic matrix A + ∆A. Then,

dist(µ, Λs(A)) = min
λi∈Λs(A)

{|λi − µ|} ≤ ∥∆A∥2.

Moreover, we have
dist(ξ, Λ(A)) = inf

ηj∈Λ(A)
{|ηj − ξ|} ≤ ∥∆A∥2,

where ξ ∈ Λ(A + ∆A).

Theorem 3 ([2], Theorem 3.12). Let A ∈ Hn×n be a Hermitian matrix. For some µ̃ ∈ R and
x̃ ∈ Hn with ∥x̃∥2 = 1, define the residual vector r = Ax̃ − µ̃x̃. Then, |µ̃ − µ| ≤ ∥r∥2 for some
µ ∈ Λ(A).

We now prove two residual bounds for general (non-Hermitian) matrices:

Theorem 4. Let (λ̃, x̃) be the approximate eigenpair of the matrix A, where ∥x̃∥2 = 1. Let

r = Ax̃ − x̃λ̃, ∆A = −rx̃∗.

Then, (λ̃, x̃) is the eigenpair of the matrix A + ∆A and ∥∆A∥2 ≤ ∥r∥2.

Proof. We have

(A + ∆A)x̃ − x̃λ̃ = Ax̃ − x̃λ̃ + ∆Ax̃ = r − r(x̃∗ x̃) = r − r = 0,

which proves the first statement. Obviously,

∥∆A∥2 ≤ ∥r∥2∥x̃∥2 = ∥r∥2.

In the case of several computed eigenvalues and corresponding eigenvectors, we have
the following result:

Theorem 5. Let (λ̃i, x̃i), i = 1, . . . , m be approximate eigenpairs of the matrix A, where ∥x̃i∥2 = 1.
Set Λ̃ = diag(λ̃1, . . . , λ̃m) and X̃ =

[
x̃1 · · · x̃m

]
. We assume that eigenvectors are linearly

independent. Let
R = AX̃ − X̃Λ̃, ∆A = −R(X̃∗X̃)−1X̃∗.

Then, (λ̃i, x̃i), i = 1, . . . , m are the eigenpairs of the matrix A + ∆A and

∥∆A∥2 ≤ ∥R∥2∥(X̃∗X̃)−1X̃∗∥2.
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Proof. We have

(A + ∆A)X̃ − X̃λ̃ = AX̃ − X̃λ̃ + ∆AX̃ = R + [−R(X̃∗X̃)−1X̃∗]˜X

= R − R(X̃∗X̃)−1(X̃∗X̃) = R − R = 0,

which proves the first statement. Obviously,

∥∆A∥2 ≤ ∥− R(X̃∗X̃)−1X̃∗∥2 = ∥R∥2∥(X̃∗X̃)−1X̃∗∥2.

3.2. Errors of Basic Operations

We are assuming the standard model of floating-point arithmetic [9]: for ⊙ ∈ {+, ∗, /},
we have

f l(a ⊙ b) = (1 + ε⊙)(a ⊙ b), |ε⊙| ≤ ε,

where a and b are floating-point numbers and ε is the machine precision (twice the round-
off unit).

An error of the addition of quaternions is bounded as follows:

| f l((p + q)− (p + q)| ≤ 2|p + q|ε, (28)

or, equivalently
f l(p + q) = p + q + γ, |γ| ≤ 2|p + q|ε. (29)

An error of the product of two quaternions is bounded as follows [22]:

Lemma 9 ([22], Lemma 1). Let p, q ∈ H. Then

| f l(pq)− pq| ≤ (5.75ε + ε2)|p||q|. (30)

Using (28) and (30), we obtain the following error bound for the dot product of two
vectors of quaternions:

Lemma 10. Let p, q ∈ Hn, that is, p = (p1, p2, . . . , pn) and q = (q1, q2, . . . , qn), where pi,
qi ∈ H for i = 1, . . . , n. Let |p| ≡ (|p1|, |p2|, . . . , |pn|) and |q| ≡ (|q1|, |q2|, . . . , |qn|) denote the
corresponding vectors of component-wise absolute values. Then

| f l(p · q)− p · q| ≤ (2n + 5.75)ε|p| · |q|+O(ε2). (31)

Proof. From (30), for each n it follows that

f l( p̄n · qn) = p̄nqn + ζn, |ζn| ≤ 5.75ε|pn||qn|+O(ε2). (32)

The proof is by induction on n. For n = 1, the bound (31) follows from (32). Assume
that the bound (31) holds for all vectors of length n − 1.

From the assumption and (31), it follows that

f l

(
n−1

∑
i=1

p̄iqi

)
=

n−1

∑
i=1

p̄iqi + ηn−1, |ηn−1| ≤ (2(n − 1) + 5.75)ε
n−1

∑
i=1

|pi||qi|+O(ε2). (33)
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Using (29)–(33), we have

f l

(
n

∑
i=1

p̄iqi

)
= f l

(
n−1

∑
i=1

p̄iqi + p̄nqn

)
= f l

(
f l

(
n−1

∑
i=1

p̄iqi

)
+ f l( p̄nqn)

)

= f l

(
n−1

∑
i=1

p̄iqi + ηn−1 + p̄nqn + ζn

)

=
n

∑
i=1

p̄iqi + ηn−1 + ζn + γn ≡
n

∑
i=1

p̄iqi + ηn,

where γn accounts for the final addition. Using (33), (32) and (29) for addition, we have

|ηn| ≤ |ηn−1|+ |ζn|+ |γn| ≤ (2(n − 1) + 5.75)ε
n−1

∑
i=1

|pi||qi|+ 5.75ε|pn||qn|

+ 2

∣∣∣∣∣ n

∑
i=1

p̄iqi + ηn−1 + ζn

∣∣∣∣∣ε +O(ε2)

≤ 2(n − 1)ε
n−1

∑
i=1

|pi||qi|+ 2ε
n

∑
i=1

|pi||qi|+ 5.75ε
n−1

∑
i=1

|pi||qi|+ 5.75ε|pn||qn|+O(ε2)

≤ 2nε
n

∑
i=1

|pi||qi|+ 5.75ε
n

∑
i=1

|pi||qi|+O(ε2),

as desired.

We can extend the above lemma for matrices of quaternions as follows:

Corollary 2. Let A, B ∈ Hn×n be matrices of quaternions and ε and let |A| and |B| denote the
corresponding matrices of component-wise absolute values. Then

| f l(A · B)− A · B| ≤ (2n + 5.75)ε|A| · |B|+O(ε2). (34)

3.3. Error Bounds for Algorithms 2 and 3

Since the errors of basic operations with quaternions from Section 3.2 are of the same
order as the errors in the real or complex cases, we can use these bounds to analyze Algo-
rithms 2 and 3. To estimate the accuracy of the computed eigenvalues, these error bounds
can further be plugged into the perturbation bounds of Section 3.1 (Theorems 2 and 3,
Corollary 1).

However, since the algorithms use deflation, this analysis would be too cumbersome
and useless. Instead, we can estimate the accuracy of the computed eigenvalues a poste-
riori by using residual bounds from Theorems 4 and 5 and inserting those bounds into
Theorem 2, Corollary 1 or Theorem 3, respectively.

For example, let (µ̃, x̃) be the computed eigenpair of the matrix A, where µ̃ is in the
standard form and ∥x̃∥2 = 1. Then, we can compute the residual r as in Theorems 2 and 4;
this implies that

min
λi∈Λs(A)

{|λi − µ̃|} ≤ κ(X)∥r∥2.

We can use the bound effectively if the matrix is diagonalizable and we can approximate
the condition of the eigenvector matrix κ(X) by the condition of the computed eigenvector
matrix X̃.

If we computed all eigenvalues and all eigenvectors of a diagonalizable matrix,
Λ̃ = diag(λ̃1, . . . , λ̃n) and X̃, respectively, then we can compute the residual R as in Theorem 5.
Inserting the bound for ∥∆A∥2 from Theorem 5 into Theorem 2 yields

max
j

min
λi∈Λs(A)

{|λi − λ̃j|} ≤ κ(X̃)∥R∥2∥(X̃∗X̃)−1X̃∗∥2.
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If the matrix is normal or Hermitian, then, instead of Theorem 2, we can use Corollary 1
of Theorem 3, yielding sharper bounds.

We demonstrate the efficacy of the bounds in the experiments in the next section.

4. Numerical Results

In this section, we present the results of tests performed on several sets of moderate-
size random matrices (n = 10, 20, 40, 100). For the smaller dimensions (n ≤ 20), the
actual errors are computed by comparing the eigenvalues computed using Julia’s 64-bit
arithmetic (Float64) with the eigenvalues computed using Julia’s type BigFloat. When
using BigFloat type, all operations are computed with a 512 bit mantissa. This is equivalent
to computing with some 77 decimal digits, that is, with the machine precision equal to
ε ≈ 1.7272 × 10−77.

Experiments were performed on an Intel Omen computer with Intel(R) Core(TM)
i7-8700K CPU @ 3.70 GHz processor and 16 GB RAM.

Errors are computed as

max
i

|λFloat64
i − λ

BigFloat
i |

|λBigFloat
i |

,

where care was taken to properly order the eigenvalues. In each case, the residual R was
computed in a standard manner as in Theorem 5 and the error bound was computed by
plugging in ∆A from Theorem 5 and the condition of the computed eigenvector matrix X̃
into Theorem 2. The Julia notebooks used to run the experiments and make graphs and
tables in this section are located in the GitHub repository [21] (see the files ED_Arrow.jl,
ED_DPRk.jl and Plotting.jl).

The results for arrow matrices, displayed in Figure 1 and Table 1, are obtained as
follows: we generated 10 random quaternionic arrow matrices of each size and computed
their eigenvalue decompositions using Algorithm 2 and Algorithm 1 for comparison.

The results for DPRk matrices, displayed in Figure 2 and Table 2, are obtained by
generating 10 random quaternionic DPRk matrices of each size, with k ∈ {2, 3, 4} and we
computed their eigenvalue decompositions using Algorithm 3 and Algorithm 1 for com-
parison. In all examples, the tolerance was set to 1 × 10−12.

Figure 1. Error bounds (green squares), residuals and actual errors computed by Algorithm 2 (red
dots and diamonds, respectively) and residuals and actual errors computed by Algorithm 1 (blue
dots and diamonds, respectively). For n = 40 and n = 100, the actual errors are not computed.
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Table 1. Mean number of iterations per eigenvalue and mean total running times for arrow matrices
of orders n = 10, 20, 40, 100, using Algorithm 2 (RQIds) and Algorithm 1 (QR), respectively.

Mean Number of Iterations per Eigenvalue Mean Total Running Time (s)

n RQIds n RQIds QR

10 8 10 0.00081 0.00079
20 9 20 0.0026 0.011
40 16 40 0.014 0.039
100 32 100 0.17 0.47

Figure 2. Error bounds (green squares), residuals and actual errors computed by Algorithm 2 (red
dots and diamonds, respectively) and residuals and actual errors computed by Algorithm 3 (blue
dots and diamonds, respectively). For n = 40 and n = 100 the actual errors are not computed.

Table 2. Mean number of iterations per eigenvalue and mean total running times for DPRk matrices
of orders n = 10, 20, 40, 100, using Algorithm 3 (RQIds) and Algorithm 1 (QR), respectively.

Mean number of Iterations per Eigenvalue Mean Total Running Time (s)

n k RQIds n k RQIds QR

10 2 7 10 2 0.0018 0.00075
20 2 9 20 2 0.0077 0.011
40 3 16 40 3 0.031 0.071

100 4 27 100 4 0.25 0.85

5. Discussion and Conclusions

From Figures 1 and 2, we conclude that the errors approximately coincide with the
tolerance and are smaller than the respective residuals, which are, in turn, smaller, but well
approximated by the computed error bounds. Since the computations using BigFloat type
are slow, the actual errors are computed only for the dimensions n = 10 and n = 20. We can
also conclude that residuals and error of our methods from Algorithms 2 and 3 are similar
to (or even slightly smaller than) those of the quaternion QR method from Algorithm 1.

In Tables 1 and 2, we see that the running time of our algorithms grows approximately
with the square of the dimension, as expected by the O(n2) algorithm, while the running
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time for the quaternion QR method increases with the cube of the dimension, as expected
from the general O(n3) algorithm.

The key contributions of the paper are the following:

• Efficient algorithms for computing eigenvalue decompositions of arrow and DPRk
matrices of quaternions;

• The algorithms require O(n2) arithmetic operations, n being the order of the matrix;
• Algorithms have proven error bounds;
• Experiments demonstrate that the computable residual is a good estimate of actual

errors;
• Experiments demonstrate that actual errors are even smaller than predicted by the

residuals;
• In all experiments, errors and residuals are of the order of tolerance from

Algorithms 2 and 3;
• Experiments demonstrate that Rayleigh Quotient Iteration with double-shifts is effi-

cient for non-Hermitian matrices;
• Algorithms 2 and 3 compare favorably in terms of accuracy and speed to the quater-

nion QR method for general matrices from Algorithm 1.
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